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import collections as coll

def DFS(graph, start, VISITED=None):

    if VISITED is None:              #

        VISITED = set()              #обход в ширину

    VISITED.add(start)               #

    for next in set(graph[start]) - VISITED:

        DFS(graph, next, VISITED)

    return VISITED

def BFS(graph, root):

    VISITED, queue = set(), coll.deque([root])

    VISITED.add(root)

    while queue:

        vertex = queue.popleft()

        for neighbour in graph[vertex]:

                                          #

            if neighbour not in VISITED:  #обход в глубину

                VISITED.add(neighbour)    #

                queue.append(neighbour)

    return VISITED

if \_\_name\_\_ == '\_\_main\_\_':

    graph = {0: [3],

             1: [3,5],

             2: [5],

             3: [0,1,4],

             4: [3,5],

             5: [1,2,4],

             6: [7],

             7: [6]}

    VISITED = BFS(graph, 0)

    count = 1

    for NODE in graph:

        if NODE not in VISITED:

            VISITED = BFS(graph, NODE)

            count += 1

    print(f'BFS: count = {count}')

    VISITED = DFS(graph, 0)

    count = 1

    for NODE in graph:

        if NODE not in VISITED:

            VISITED = DFS(graph, NODE)

            count += 1

    print(f'DFS: count = {count}')
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**Алгоритм дейкстры**

class Graph():

    def \_\_init\_\_(self, vertices):

        self.V = vertices

        self.graph = [[0 for column in range(vertices)]

                      for row in range(vertices)]

    def printSolution(self, dist):

        print("Vertex \t Distance from Source")

        for node in range(self.V):

            print(node, "\t\t", dist[node])

    def minDistance(self, dist, sptSet):

        # Initialize minimum distance for next node

        min = 1e7

        for v in range(self.V):

            if dist[v] < min and sptSet[v] == False:

                min = dist[v]

                min\_index = v

        return min\_index

    def dijkstra(self, src):

        dist = [1e7] \* self.V

        dist[src] = 0

        sptSet = [False] \* self.V

        for cout in range(self.V):

            u = self.minDistance(dist, sptSet)

            sptSet[u] = True

            for v in range(self.V):

                if (self.graph[u][v] > 0 and

                   sptSet[v] == False and

                   dist[v] > dist[u] + self.graph[u][v]):

                    dist[v] = dist[u] + self.graph[u][v]

        self.printSolution(dist)

g = Graph(7)

g.graph = [[0, 3, 7, 4, 0, 0, 0],

           [3, 0, 5, 2, 0, 0, 10],

           [7, 5, 0, 0, 0, 4, 0],

           [4, 2, 0, 0, 4, 0, 0],

           [0, 0, 0, 4, 0, 5,6],

           [0, 0, 4, 0, 5, 0,7],

           [0, 10, 0, 0, 6, 7, 0]

           ]

g.dijkstra(0)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQMAAACHCAIAAACd5avmAAAABmJLR0QA/wD/AP+gvaeTAAAExklEQVR4nO3dW7abNgAF0JOujiOD8kA9xn5olVIMWEL4WpC9vxzHF4TEQbwEv37//h344/397QKM6/l8Jnk8Ht8uSJeyFLn+gnxabRKez+eiKl+/OTypL5pWlHSvK0MtV/GVIp1YpT9Jn/Bfay3Wmwu14jgG3BxUakjCfCHnuV/dBpQfL3Ywpl+udtlb05n++endlVLg+bxWZ/dazv3lylrJV+tna/r73zdpmu/8m1Nm/TqRxUq1v/7sTGfn+0q1SZiKtZjZYk1dXbDpw+Kfc1vTWcz3x7Y3W6vCauF3litr9bD/fbbjt1rPqxbhfDvfnenP18jVbGwtb0/5t8o5Fal/+gt/Nf161bzKVr/vn86xZRvEVrH3Y7Pz+5p6eDwe06aksl1Wp98002l2z38dLv/Wz86qn1dtxwnzPmv+5f5fVZasZnvzdfPF/+HlOr1+PrqfmaPb5q2pvdVZPw1J2FoJzqrQrens9JJfsXWEvWrr4KpnvldRuTd14ux6/vyEvaOPbvNa+5/OAnxubasv+dYvP71WvR73/+T0v14/v5quMb89ls+sZ9xZq96eO8r/D9T2C9Cj5kTE/H/3D9/fLtfbcyb1RaqphNdW2GmX1XNHWx925rhVyP3lesxO3LWW8+2sa7QlAe7qhL0juAFJgEQSoJAESCQBCkmARBKgaB6fMMgtD0y+cq/u/bT1CZe4Se4P9HrDKa0akqA3GNDqQAIOaEiCGAxODHo4Yr6DS49kGoQR/ZcnA6fQJ1yeGJxCEq5tfpSsc+jR9pSX+QeVPg7Hyv2M1IHE3hEUkgCJJEAhCZBIAhSSAIkkQHHkylpcVhuGRjlL7ZW1rWf/Mw6N0qN270gVc2+OEyA5Nj5BLzyU1jebsOrIsy0+UQ4Oa3qzCVuOPNtCdXM/bc+2iBhwUw1nURffiMQIXE84i5E6kDiLCoUkQCIJUEgCJJIAhSRAIglQ1N535ArOmFzxPMuRK2vu9BqWpjnM3tF9iEEPSYDk2Ih+G54B6RA6NSTBiBBuzN7RHdg29ZMESFxPuAEjy09hpA4k9o6gkARIJAEKSYBEEqCQBEgkAYrm56K6jjMg7dJPnwBJ6xOC3WcxIO1yitok6HzHpF3O0tAn2PCMSbucoioJ+t8xaZcTVd2LutoFa4Ov0y4nar4r23ZoTNqlk7OokBipA4U+ARJJgEISIJEEKCQBEkmAQhIgOfYMvLikPxKPJzzFkWdlM47FTRbuuTjM3hEkknAD096RUTs9au87sjM6stI62qWHd29e2zwD8tDD3tHlTau+DPRoToKdUW7JccLlaZpTGKkDieMEKCQBEkmAQhIgkQQoJAESSYDiyDt1XGYe0FajaKxKDSN13Hg3LDHo1/AmETEY01bTaLImDX1CZtsYVTyOrbbQRk0O7h3Z3nAz3i4FibOoULS9hXbxAW6jYXyCESFj2noom4e1NTFSBxLHCVBIAiSSAIUkQCIJUEgCJJIAxcF36sSVmsG8vlJk+qylatQmYVGbbrgYyv52yo3DNY7sHanZoWiOUzhOuDwxOEXbmLXYAl2HAYZNmpPAVRhg2KT5KS/qlFtynABJ64j+z5WDwxZjCedvHyx04zWM1IHE3hEUkgCJJEAhCZAk/wAL7fj+JqfPUwAAAABJRU5ErkJggg==)

**Алгоритм флойда-уоршелла**

from math import inf

maxV,V=1000,7

def FU(D):

    for i in range(V):

        D[i][i]=0

    for k in range(V):

        for i in range(V):

            for j in range(V):

                D[i][j] = min(D[i][j], D[i][k] + D[k][j])

    for i in range(V):

        for j in range(V):

            print(D[i][j],end="\t")

        print()

GR=[[0,3,7,4,inf,inf,inf],

    [3,0,5,2,inf,inf,10],

    [7,5,0,inf,inf,4,inf],

    [4,2,inf,0,4,inf,inf],

    [inf,inf,inf,4,0,5,6,],

    [inf,inf,4,inf,5,0,7],

    [inf,10,inf,inf,6,7,0]]

FU(GR)
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